HTTP клиент и GIT клиент – Insomnia

Сборщик Docker

NVM – для быстрого переключения с одной версии Node.js на другую

npm i –g typescript – установка typescript

npm i -D @types/react - установка в проект react

npx create-next-app название --use-nmp – чтобы использовать npm

# Разворачиваем приложение

npx create-next-app top-app --use-nmp

cd top-app

code .

## Настраиваем поддержку typescript

touch tsconfig.json

npm i –D typescript @types/react @types/node

Теперь переименовываем app.js и index.js в app.tsx и index.tsx

npm run dev

И переходим в браузере на <http://localhost:3000/>

Все, в проекте настроен typescript

## Структура проекта

В папке pages удаляем api;

Папка public – для хранения svg и favicon;

В папке styles оставляем только globals, а все остальные стили будем хранить в папках компонентов;

Подключаем пакет classnames, пригодится позже:

npm i -D @types/classnames

В tsconfig.json:

- меняем на "allowJs": false, так теперь если попадется файл .js , то мы получим ошибку;

- меняем на "strict": true, даем нам более строгий режим и проверки на обязательность свойств в typescript;

- добавляем "strictPropertyInitialization": false, - теперь нам необязательно инициализировать каждое свойство класса;

## Настройка Eslint

Устанавливаем eslint и зависимости:

npm i –D eslint @typescript-eslint/parser @typescript-eslint/eslint-plugin

Создаем файл конфигурации - .eslintrc

{

  "root": true,

  "parser": "@typescript-eslint/parser",

  "plugins": [

    "@typescript-eslint"

  ],

  "rules": {

    "semi": "off",

    "@typescript-eslint/semi": [

      "warn"

    ],

    "@typescript-eslint/no-empty-interface": [

      "error",

      {

        "allowSingleExtends": true

      }

    ]

  },

  "extends": [

    "eslint:recommended",

    "plugin:@typescript-eslint/eslint-recommended",

    "plugin:@typescript-eslint/recommended"

  ]

}

## Настройка Stylelint

Устанавливаем stylelint:

npm i –D stylelint stylelint-config-standard stylelint-order stylelint-order-config-standard

Создаем файл конфигурации - .stylelintrc.json

В package.json, в  "scripts" добавляем:

    "stylelint": "stylelint \"\*\*/\*.css\" --fix" – чтобы по вызову команды фиксить любую папку и любой файл с расширением .css

## Настройка отладки приложения

Настраиваем конфигурацию: Run – AddConfiguration – Node.

{

  // Use IntelliSense to learn about possible attributes.

  // Hover to view descriptions of existing attributes.

  // For more information, visit: https://go.microsoft.com/fwlink/?linkid=830387

  "version": "0.2.0",

  "configurations": [

    {

      "type": "node",

      "request": "attach",

      "name": "Launch Program",

      "skipFiles": [

        "<node\_internals>/\*\*"

      ],

      "port": 9229

    }

  ]

}

Устанавливаем cross-env

npm i cross-env --save-dev

В package.json, в  "scripts" добавляем:

"debug": "cross-env NODE\_OPTIONS='--inspect' next dev",

Есть еще возможность запускать отдельной командой, но это не лучше:

npm --node-options=--inspect=0.0.0.0:9229 run dev

Далее запускаем дебагер: F5 либо Run – StartDebugging

Далее ставим брэкпоинт. Обновляем приложение на localhost:3000, и видим в VSCode,

Всё, приложение развернуто.

# Работа с компонентами NEXT

## Компонент HEAD

Содержит метатеги, title, link.

В каждом компоненте можно импортировать и вставить HEAD

Title возьмет из самого вложенного.

Link rel=”icon” скомпонует их все. Но если задать свойство key (key={1}) обоим link, то возьмет также из самого вложенного.

## Компонент DOCUMENT

В папке pages необходимо создать файл \_document.tsx

Необходимо сделать его классовым компонентом, т.к. extend от Document.

Тут необходимо отобразить структуру приложения, импортировав соответствующие компоненты из 'next/document'.

Нужно также задать lang для html и пробросить стандартные пропсы и контекст.

import Document, { Html, Head, Main, NextScript, DocumentContext, DocumentInitialProps } from 'next/document';

class MyDocument extends Document {

  static async getInitialProps(ctx: DocumentContext): Promise<DocumentInitialProps> {

    const initialProps = await Document.getInitialProps(ctx);

    return { ...initialProps };

  }

  render(): JSX.Element {

    return (

      <Html lang="ru">

        <Head />

        <body>

          <Main />

          <NextScript />

        </body>

      </Html>

    );

  }

}

export default MyDocument;

# Подключаем шрифты и цвета

## Выбираем шрифты

Можно например на <https://fonts.google.com/>

Выбираем нужные виды найденного шрифта, и ссылка link формируется автоматически.

Вставляю сформированные link в App в HEAD. Проверяю\меняю на самозакрывающиеся теги.

## Выбираем цвета

Цвет выбираем из макета в Figma и выносим в переменные (можно и font-family вынести), например так:

//globals.css

:root {

  --black: #000;

  --white: #FFF;

  --primary: #01A7FD;

  --red: #900;

  --green: #377A04;

  --green-light: #6AE908;

  --font-family: "Inter", sans-serif;

}

# Работа с SVG

## **Настройка SVG**

Можно просто сделать через img и в src указать файл, который заранее импортирован в папку с компонентом.

Но, можно сделать через полноценный React – компонент.

Для этого создаем в корне файл next.config, в который добавляем правило для webpack(config):

- если есть js|ts файл с расширение .svg, то используется специальный загрузчик use: ['@svgr/webpack']

module.exports = {

  webpack(config) {

    config.module.rules.push({

      test: /\.svg$/,

        issuer: { and: [/\.(js|ts|md)x?$/] },

        use: [

          {

            loader: "@svgr/webpack",

          },

        ],

      });

      return config;

    },

  };

Создаем новый файл custom-next-env.d.ts, где нужно задекларировать модуль:

declare module "\*.svg" {

  const content: React.FC<React.SVGAttributes<SVGAElement>>;

  export default content;

}

После этого в файле next-env.d нужно поправить tsconfig.json, где вместо next-env.d.ts (который нельзя модифицировать) включить наш новый custom-next-env.d.ts

  "include": [

    "custom-next-env.d.ts",

    "\*\*/\*.ts",

    "\*\*/\*.tsx"

  ],

  "exclude": [

    "node\_modules",

    "next-env.d.ts"

  ]

После этого нужно установить зависимость в проект: npm I –D @svgr/webpack

Всё.

Поменять цвет можно в модуле css

.primary svg,

.ghost:hover svg {

  fill: var(--white);

}

## **tabIndex и onKeyDown**

Для установки на SVG компоненте события по таб нужно сделать так:

tabIndex={() => { isEditable ? 0 : -1; }}

Для установки на SVG компоненте события по нажатию пробела нужно сделать так:

- импортировать KeyboardEvent из React

import { useEffect, useState, KeyboardEvent } from 'react';

- назначить событие так

onKeyDown={(e: KeyboardEvent<SVGAElement>) => isEditable && handleSpace(i + 1, e)}

  const handleSpace = (i: number, e: KeyboardEvent<SVGAElement>) => {

    if (e.code !== "Space" || !setRating) {

      return;

    }

    setRating(i);

  };

Для плавного перехода мышью по SVG нужно SVG-компонент обернуть в <span> и перенести на него все классы и события кроме tabIndex и onKeyDown.

  const constructRating = (currentRarting: number) => {

    const updatedRating = ratingArray.map((r: JSX.Element, i: number) => {

      return (

        <span

        className={cn(styles.star, {

          [styles.filled]: i < currentRarting,

          [styles.editable]: isEditable

        })}

        onMouseEnter={() => changeDisplay(i + 1)}

        onMouseLeave={() => changeDisplay(rating)}

        onClick={() => onClick(i + 1)}

        >

        <StarIcon

          tabIndex={isEditable ? 0 : -1}

          onKeyDown={(e: KeyboardEvent<SVGAElement>) => isEditable && handleSpace(i + 1, e)}

          />

          </span>

      );

    });

    setRatingArray(updatedRating);

  };

# Хуки

## Проверка хуков с eslint

Устанавливаем плагин: npm i eslint-plugin-react-hooks --save-dev

Добавляем в .eslintrc "plugin:react-hooks/recommended"

  "extends": [

    "eslint:recommended",

    "plugin:@typescript-eslint/eslint-recommended",

    "plugin:@typescript-eslint/recommended",

    "plugin:react-hooks/recommended"

  ]

}

## UseState

Если в стейте нужен массив JSX элементов, например таких ![](data:image/png;base64,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), то

Записываем таким образом

const [ratingArray, setRatingArray] = useState<JSX.Element[]>(new Array(5).fill(<></>));

Здесь в стейте для быстрого заполнения прописываем newArray, указываем количество элементов, и чем он должен быть заполнен (фрагментами).

# HOC-компонент

## Типизированный HOC-компонент

export const HOCexample = <T extends Record<string, unknown>>(Component: FunctionComponent<T>) => {

  return function WithWrapperComponent(props: T) {

    return (

      <div className= 'hoc-wrapper'>

      <Component {...props} />

      </div>

    );

  }

}

Запись T extends Record<string, unknown>> - это тип пропсов передаваемого компонента. Мы могли указать вместо Record<string, unknown> просто объект { } или Obj, но это более правильная запись любого объекта.

Пример обертки из проекта:

const Layout = ({ children }: LayoutProps): JSX.Element => {

  return (

    <>

      <Header />

      <div>

        <Sidebar />

        <main>{children}</main>

      </div>

      <Footer className={styles.footer} />

    </>

  );

};

export const withLayout = <T extends Record<string, unknown>>(Component: FunctionComponent<T>) => {

  return function withLayoutComponent(props: T): JSX.Element {

    return (

      <Layout>

        <Component {...props} />

      </Layout>

    );

  };

};